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**User's model**

**Conceptual model**

**Interface**

**Code**
putting it another way...

“make your abstractions robust”

but which abstractions?
<table>
<thead>
<tr>
<th>weak concepts</th>
<th>strong concepts</th>
</tr>
</thead>
<tbody>
<tr>
<td>hard to use</td>
<td>intuitive, predictable</td>
</tr>
<tr>
<td>a mess to maintain</td>
<td>decoupling &amp; localization</td>
</tr>
<tr>
<td>unreliable &amp; buggy</td>
<td>more dependable</td>
</tr>
</tbody>
</table>
what we’re doing

thinking & sketching
simulating features

normal design practice
copying good ideas

evaluating products
user feedback

discarding failed designs
“refactoring”

To design something really well, you have to get it. You have to really grok what it’s all about. It takes a passionate commitment to really thoroughly understand something, chew it up, not just quickly swallow it. Most people don’t take the time to do that.
what we’re not doing

being explicit

focusing: what are the concepts?
relating: how are they related to each other?
analyzing: what properties do they have?
models of problems & solutions
The first scheme represents the unselfconscious situation described in Chapter 4. Here the process which shapes the form is a complex two-directional interaction between the context C1 and the form F1, in the world itself. The human being is only present as an agent in this process. He reacts to misfits by changing them; but is unlikely to impose any “designed” conception on the form.

The second scheme represents the selfconscious situation described in Chapter 5. Here the design process is remote from the ensemble itself; form is shaped not by interaction between the actual context’s demands and the actual inadequacies of the form, but by a conceptual interaction between the conceptual picture of the context which the designer has learned and invented, on the one hand, and ideas and diagrams and drawings which stand for forms, on the other. This interaction contains both the probing in which the designer searches the problem for its major “issues,” and the development of forms which satisfy them; but its exact nature is unclear. In present design practice, this critical step, during which the problem is prepared and translated into design, always depends on some kind of intuition. Though design is by nature imaginative and intuitive, and we could easily trust it if the designer’s intuition were reliable, as it is it inspires very little confidence.

In the unselfconscious process there is no possibility of mis-construing the situation: nobody makes a picture of the context, so the picture cannot be wrong. But the selfconscious designer works entirely from the picture in his mind, and this picture is almost always wrong.

The way to improve this is to make a further abstract picture of our first picture of the problem, which eradicates
co-evolution

problem space

solution space
other approaches
UML
co-evolution in UML
co-evolution in UML

heavy documentation
complex notations
tool support deferred
Manifesto for Agile Software Development

We are uncovering better ways of developing software by doing it and helping others do it. Through this work we have come to value:

- **Individuals and interactions** over processes and tools
- **Working software** over comprehensive documentation
- **Customer collaboration** over contract negotiation
- **Responding to change** over following a plan

That is, while there is value in the items on the right, we value the items on the left more.
co-evolution in agile
co-evolution in agile

baby out with bathwater today’s orthodoxy?